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Abstract—Requirements engineering is one of the most important stages in 

software development. Errors committed at this stage require a lot of effort to 

fix in further stages. There are two main strategies to deal with software 

development: classic and agile. Classic software development relies on an 

extensive and very detailed specification, while agile development minimizes 

the effort on requirements specifications, relying on brief descriptions and a 

running prototype as a means of communication. Before the specification of 

requirements, there are some preliminary meetings held between the 

stakeholders and the IT team with the objective of discovering the goal and 

scope of the application to be developed. The knowledge transferred during 

these meetings is crucial to provide a context to requirements, no matters 

whether the approach is classic or agile. We argue that scenarios written in 

natural language are adequate artifacts to capture this knowledge. This paper 

proposes an iterative and collaborative approach to describe scenarios. The 

approach has two main activities: one of them is concerned with the description 

that stakeholders should perform, while the other provides guidelines to verify 

and possible improve the scenarios. This paper also presents a prototype tool 

that helps enforcing these guidelines automatically. This prototype relies on 

natural language processing. Finally, the paper shows the result of a preliminary 

evaluation of the proposed approach that indicates its results are promising 
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1 Introduction 

Use Cases capture the domain and software application knowledge that is spread 

among many people. Some key characteristics that should be considered while 

describing Use Cases are: (i) they should clearly state the limit between the system 

and the real world, (ii) they should describe the conversation, that is, the interaction 

between the actor (located outside the boundaries of the software system) and the 

system, without providing any description of the User Interface of the software 



system, and (iii) a single Use Case should describe multiple scenarios (happy path, 

alternative, exceptional) [13]. Workshops are the most frequent techniques to describe 

Use Cases [2] [26]. In a workshop, a large number of stakeholders provide their 

knowledge for the software professionals to understand, evaluate and organize into 

Use Cases. Hence, the professionals should cope with an important gap between the 

stakeholders and the Use Cases. It is necessary to provide some technique to deal with 

the amount of information incrementally, to produce preliminary artifacts until Uses 

Cases are obtained.  

In both classic and agile development, the client should have a clear idea of the 

role of technology and a vision about the software artifact they need. Thus, the client 

should express their needs, wishes and expectations in meetings held before the 

definition of requirements [17]. In these meetings, the goals and boundaries of the 

software application must be determined. Following these definitions, the 

requirements can be specified using either Use Cases or User Stories.  

It is indispensable to have artifacts that capture the information presented on the 

early meetings and allow its use as a means of communication. Clients and IT teams 

belong to different worlds [22]. The clients are experts in the domain, and use a 

specific language, while the IT teams need to understand the domain and its 

terminology. This situation creates a great gap of communication, and even more 

when knowledge is spread among several experts [16]. Thus, it is crucial to utilize an 

artifact that can be used by both clients and IT teams in order to consolidate the 

knowledge and use it as a communication means. 

Scenarios are widely used artifacts. Although scenarios have many conceptions, 

they generally describe the dynamics (activities, tasks) to be carried out in some 

specific situation, which should be different to the situation and dynamics described 

in other scenarios. Nevertheless, multiple scenarios might still depict the same 

objective. This definition applies for scenarios in software engineering as well as in 

finance, catastrophic events, etc. [2].  

Scenarios are suitable to capture knowledge because they simply tell a story, and 

people know how to tell stories (funny anecdotes, stories for children, etc.). This story 

telling approach is effective because it is a way to incorporate details that are essential 

to provide a rich consolidation of knowledge. Because scenarios use natural language, 

experts can use them without the need to learn complex formalisms. Moreover, 

scenarios also promote communication and cooperation when there is a wide variety 

of experts [8], as many of them can describe different scenarios, improve them if 

necessary, while learning from each other. Today software development crosses the 

boundaries of several application domains, hence it is important the use of an artifact 

that enables the collaborative sharing and building of knowledge. Nevertheless, 

scenarios need some structure that organizes their information to avoid redundancy, 

inconsistency, and ambiguity [17]. This makes the knowledge they capture more 

valuable to the IT team.  

This article proposes an iterative and collaborative approach to describe 

scenarios. This approach uses a simple template consisting of 6 attributes [14] where 

descriptions are written in natural language. The proposed approach has two main 

activities. The first one consists of a set of steps that help the experts describing 

scenarios incrementally, while the second one presents some guidelines to verify the 

quality (level of detail) of the scenarios. As a result of applying these guidelines, 



some improvements to the scenarios can arise. It is important to mention that these 

guidelines can be applied manually, but this paper also proposes a prototype tool that 

applies them using natural language processing. Finally, the paper also describes 

some preliminary evaluation using the SUS survey [6] [7] that shows the applicability 

and usability of the approach.  

The rest of the paper is organized in the following way. Section 2 describes 

some background about the scenarios. Section 3 details our contribution, that is, the 

proposed approach. Section 4 describes the tool to support the automated application 

of the guidelines to the scenarios. Section 5 presents the preliminary evaluation. 

Section 6 reviews some related work. Finally, Section 7 discusses some conclusions. 

2 Scenarios 

A scenario [8] is an artifact that describes situations in a domain using natural 

language. It describes a specific situation that arises in a certain context in order to 

achieve some goal. There is a set of steps to reach that goal (episodes). In the 

episodes, active agents (actors) use materials, tools, and data (resources) to perform 

some specific action. 

For example, let’s consider the agricultural domain, in which it is necessary to 

choose a technique to water (irrigate) the plants. There can be different scenarios. One 

scenario can describe a situation in a rainy area, where artificial irrigation is not 

necessary because it will occur naturally. Another scenario can describe a situation in 

a dry area where rainfall is not sufficient, due to the likelihood of drought. In order to 

face this circumstance, and considering that there are rivers in the vicinity of the 

region, water should be channeled from them to irrigate. Another scenario could 

describe a situation where there is not enough rain and there are no rivers to channel, 

making it necessary to plan and implement some artificial technique to irrigate.  

Thus, there are different scenarios related to irrigation, considering three 

different contexts: enough rain, irrigation through channelization, and artificial 

irrigation. All the scenarios pursue the same objective: to supply water to the crops. 

Nevertheless, the three scenarios are different because their contexts (the weather and 

the hydrology situation) are different. The work that the farmer must perform is 

specific for each scenario. In the first scenario (enough rain) the farmer only needs to 

check the humidity of the ground (as a preventive measure). In the second scenario 

(possible insufficiency of rainfall) the farmer needs to check the humidity of the 

ground and, if necessary, channelize water from the river (which implies designing 

and building the channel in advance) . Finally, in the last scenario (not enough rain 

and no river to channelize) the farmer needs to plan, implement and activate the 

irrigation mechanism, as he cannot rely on the rain alone. 

The three scenarios describe real world situations where some software systems 

might be incorporated, and scenarios could be used to understand the business rules 

and define its scope. For example, the software system could measure the humidity or 

control the gate of the channel to allow the water flows. Thus, the scenarios can be 

used as a means of communication and as a starting point to describe the requirements 

(Use Cases or User Stories) of the software system to be developed [22]. 



Leite [14] defines a scenario with the following attributes: (i) a title; (ii) a goal 

or aim to be reached through the execution of the scenario; (iii) a context that sets the 

starting point to reach the goal; (iv) the resources, which are relevant physical objects 

or information that must be available; (v) the actors, who are agents that perform the 

actions; and (vi) the set of episodes. This template is a simple and intuitive way to 

organize the knowledge. In our experience, this template has the minimum set of 

attributes to describe a situation of the domain and a set of action to perform from it to 

reach a goal. At the same time, this template provides the information to describe 

others artifacts (more detailed) in the software development life cycle. Figure 1 

summarizes the template. 
 

Scenario title: id 

Goal: objective 

Context: starting point (time, place, activities previously achieved). 

Actors: active agents 

Resources: passive elements (tools, materials, data) 

Episodes: List of actions, simple breakdown with no conditions, no iterations.  

Fig. 1. Template to describe a scenario 

3 Approach 

The approach proposed to write scenarios is a collaborative and iterative one. It is 

collaborative because many people can describe scenarios at the same time. They can 

contribute with different scenarios, or describe the same one. Different stakeholders 

would have different points of view about the domain, and this complementary vision 

is very important to produce an integrated description of it. It is important to mention 

that the approach proposed considers collaboration where participants contribute 

adding description with no conflicts. That’s mean that participants should add 

information to the information provided by other stakeholders with no contradiction 

for example. The process is iterative because although one stakeholder can entirely 

depict a scenario, the proposed approach organizes the description into two main 

activities: (i) description of the scenario and (ii) verification of the scenario. The 

description of the scenario (i) is performed in several steps, where every step focuses 

on different attributes. After the scenario is completely described, the verification (ii) 

activity should be performed. This verification consists in the revision of the scenarios 

by applying some proposed guidelines to determine whether the scenario can be 

improved with more detail. Therefore, the same scenario can be described and 

improved iteratively. The guidelines to review the scenario can be applied manually, 

but this paper also describe a prototype that can deal with the revision automatically. 

Figure 2 summarizes the approach.  

 



 

Fig. 2. The proposed approach 

The rest of this section is organized in two subsections. The first subsection describes 

the activity of writing scenarios, while the second subsection describes the guidelines 

to verify the scenarios.  

3.1 Process to Write Scenarios 

The process proposed to write scenarios consists of an incremental approach where 

the title, the context and the goal of the scenario should be described first, 

incrementally followed by the rest of attributes until the whole scenario is completely 

described. The process begins with the title, the goal, and more important the context 

to identify the scenario. The title and the goal could be enough, but different context 

(starting points) can arise to obtain the same goal. Thus, it is important to start with 

these three attributes, and then continue with the description of the episodes as a 

second step. Then, third step consist in identifying actors and resources. This activity 

can be done independently of the episodes, but by analyzing the episodes, the 

identification of actors and resources will be richer. Then, a following revision of the 

episodes should be done considering the actors and resources looking for missing 

episodes related with them.  

This description can be made by a single stakeholder or by different ones. The rest of 

this subsection describes and exemplifies the four steps proposed to describe 

scenarios.  

Description of the title, context, and goal. The first step consists of defining 

the title of the scenario. Sometimes, the title is enough to define the scope of the 

scenario, but some other times, scenarios can be similar so that the context and the 

goal help to define their scope. For instance, let’s consider a scenario to describe the 

fertilization task. This task can be carried out in different ways: fertilizer can be 

applied directly into the soil or it can be dissolved in water to pour the mixture into 

the soil. Moreover, the pouring of the mixture can be done through an irrigation pipe 

or manually using a backpack. Figure 3 provides the example of one scenario about 

fertilization using an irrigation pipe. 

 
Scenario: fertilize using the irrigation pipe  

Goal: add nutrients to the plant  

Context: the cistern has enough water to activate the irrigation pipe 

Fig. 3. Description of the title, context, and goal. 

 
 

  

 
Write 

Scenarios 
 

Verify 
Scenario 

Knowledge 

Scenarios 

Improvements 



Description of the episodes. The episodes should be a set of steps for achieving the 

goal considering the context as a starting point. Let’s consider the situation where 

fertilization is done through an irrigation pipe. The basic flow of steps consists in 

preparing the mixture, pouring the mixture and making the mixture flow. It is 

important to mention that episodes should be straightforward because if alternatives 

were to be considered, a different scenario should be written to describe each one. 

People (domain experts) generally do not express alternatives systematically. The IT 

team is the one that looks for all the variations and alternatives to include in the 

software system as business rules and nested conditional sequences. Figure 4 provides 

the example of the fertilizing scenario with the incorporation of the episodes. 

 
Scenario: fertilize using the irrigation pipe  

Goal: add nutrients to the plant  

Context: the cistern has enough water to activate the irrigation pipe 

Episodes:  

The farmer dilutes the minerals in water 

The farmer pours the mixture into the irrigation pipe  

The farmer pours fresh water into the irrigation pipe  

Fig. 4. Description of the episodes. 

Identification of actors and resources. The following step consists in identifying the 

actors and resources from the episodes. These two attributes can be identified before 

describing the episodes, but oftentimes they help spotting them because they provide 

more information about how the scenario is performed. The example involves only 

one actor: the farmer. Regarding resources, there are many: the irrigation pipe, the 

water and the minerals. All of them are mentioned explicitly in the episodes. There is 

however one resource that is implicitly used in the episode: “The farmer dilutes the 

mineral”. A chart is required to calculate the amount of minerals. Figure 5 provides 

the complete description of the scenario. 

 
Scenario: fertilize using the irrigation pipe  

Goal: add nutrients to the plant  

Context: the cistern has enough water to activate the irrigation pipe 

Actor: farmer 

Resource: irrigation pipe, water, minerals, chart to calculate the amount of minerals  

Episodes:  

The farmer dilutes the minerals in water 

The farmer pours the mixture into the irrigation pipe  

The farmer pours fresh water into the irrigation pipe  

Fig. 5. Identification of the actors and the resources 

Improvements of the episodes. Finally, the episodes should be reviewed considering 

the lists of actors and resources, in order to add any missing episode. The iteration 

between the description of the episodes (step 3) and actors / resources (step 4) could 

be repeated several times, but in our experience one iteration is enough. With the 

identification of the new resource “chart to calculate the amount of minerals”, it 

proves necessary to write a new first episode with the task “the farmer calculates the 

amount of minerals”. Figure 6 describes the final scenario. 



 
Scenario: fertilize using the irrigation pipe  

Goal: add nutrients to the plant  

Context: the cistern has enough water to activate the irrigation pipe 

Actor: farmer 

Resource: irrigation pipe, water, minerals, chart to calculate the amount of minerals 

Episodes:  

The farmer calculates the amount of minerals  

The farmer dilutes the minerals in water 

The farmer pours the mixture into the irrigation pipe  

The farmer pours fresh water into the irrigation pipe  

Fig. 6. Improvement of the episodes 

3.2 Guidelines to Verify Scenarios 

This subsection describes the guidelines proposed to verify scenarios in order to 

improve their detail. Sometimes, during the description of a scenario, clues appear 

that indicate that more information should be included in it. New information added 

in one scenario can trigger that experts include more information into other scenarios. 

This is the reason we particularly propose the following guidelines. We believe that 

these guidelines help to obtain in an explicit and detailed way more information about 

the scenarios in order to obtain a richer set of scenarios. This is not explicitly stated in 

our proposed approach, but it is a desired effect of the iterative and collaborative 

approach proposed that we evidence in our experience. The rest of the subsection 

describes the guidelines.  

Adverbs in episodes suggest new scenarios. Adverbs describe the way in 

which some action is carried out. It could be obvious to the experts, but the reason to 

use scenarios is to explicitly capture the knowledge of the domain for non-experts to 

learn. Let’s consider for example the episode “The farmer carefully waters the 

tomatoes”. “Carefully” is an adverb that describes the way the tomatoes must be 

watered. The action can be performed in different ways for it to be rightfully qualified 

as “careful”: (i) avoiding pouring the water directly on the plant, (ii) pouring and 

waiting until the soil drains it, (iii) or even by doing both things at the same time. 

Thus, when an adverb is identified, an analysis should be conducted to decide if a new 

scenario describing the whole activity (“carefully pouring”) should be formed.  

     Conditions in episodes suggest splitting the scenario into several 

scenarios with different contexts. A scenario should describe in a straightforward 

way a set of episodes that lead from the situation described in the context to the one 

described in the goal. If some episode includes some expression checking some 

condition, it means that the context does not express the whole conditions needed for 

its scenario. For example, let’s consider the episode: “The farmer pours the mixture 

into the irrigation pipe if there is enough water”. The condition “There is enough 

water” should be added to the context (as shown in Figure 6). Moreover, it should be 

analyzed what happens if there is not enough water. That is why the scenario “fertilize 

using the irrigation pipe” should be split into two different scenarios. One including 

the context “The cistern has enough water”, and another with the context “The cistern 



has not enough water”. The word “if” clearly identifies a condition as do other 

expressions such as “verifies”, “according to”, “in case of”, etc. 

Alternatives in episodes suggest splitting the scenario into several scenarios 

with different contexts. This situation is similar and complementary to the previous 

guideline. Some episodes could describe different alternatives to perform some step 

(using for example “or”), despite not having stated any condition. If there are 

alternatives to perform some step, it means there are some conditions (or criteria) to 

follow one alternative or the other. Therefore, different scenarios should be described 

for each alternative. For example: “The farmer pours the mixture into the irrigation 

pipe or into the backpack”. The reason behind these alternatives relies on whether 

there is enough water in the irrigation pipe or not. If there is enough water, the 

irrigation pipe can be used. If there is not enough water, the mixture should be 

sprayed with a backpack in order to save water. The word “or” suggests the presence 

of two different scenarios, as do other words that introduce alternatives: “alternative”, 

“choice”, etc. 

Speculative Expressions in Episodes suggest improving the Context of the 

Scenario. Speculative expressions are expressions where there is no certainty about 

some affirmation, and which could be bound to some condition. For example, the 

expression “The farmer could water the tomatoes” is speculative since there is a 

chance the farmer waters the tomatoes, but it is not completely ensured. There are 

some other modal verbs and words to express speculation: might, may, should, ought, 

likely, probably, etc. In order to acquire a deeper understanding behind a speculative 

expression, it is necessary to remove the speculation altogether and determine the 

conditions that state when the action will be performed. An example could be “The 

farmer waters the tomatoes if the humidity is under 60%”, although the “if” condition 

is not desirable and should be added as part of the context of the scenario, in 

accordance with the second guideline.  

4 Tool support 

A software tool was prototyped to help with the application of the guidelines that 

verify the quality of the scenarios. The prototype
1
 is a web application implemented 

in Python using the SpaCy library [29] to deal with natural language processing. It is 

important to mention that the prototype is not yet ready to use, it is only a proof of 

concept to show the applicability of the approach. The prototype receives scenarios in 

JSON format as input. The JSON is parsed with SpaCy to identify the role of every 

word. Thus, entities are identified, mainly from the nouns that represent actors and 

resources in the scenarios. Then, the relationships inside the episodes that connect 

these entities together are extracted and analyzed. These relationships can be obtained 

through verbs, because an actor (noun) performs an action over a resource (another 

noun). For example, “The farmer waters the tomatoes” has two entities: “farmer” and 

“tomatoes”, and “water” describes the relationship between them. Finally, a graph is 

created with the nodes “farmer” and “tomatoes” linked by “water”. Since the tool also 

has semantic support, the graph is in fact a knowledge graph, that is stored in RDF 

                                                           
1 Source code available at https://github.com/cientopolis/specguru 



format [25]. Finally, relying on the knowledge graph, the guidelines proposed can be 

applied using SPARQL queries [27].  

Guidelines to verify scenarios are easy to implement because they consist of 

checking the function of some word and / or checking the word with some dictionary 

of specific word. Rule 1 consists in checking the presence of adverbs. Rule 2 consists 

in checking some expressions from a list (if, verify, according to, in case of, etc.). 

Rule 3 consists in checking for more than two entities in an episode. And Rule 4 

consists in checking some expressions from a list (could, might, may, should, ought, 

etc.) 

Although the tool is a prototype, it has some features that make it possible to 

implement new guidelines (whose relevance is currently being evaluated). The graph 

can be analyzed to make certain measurements. For example, the amount of 

relationships of a specific node. If an actor is related to many different actions, it can 

either mean that the actor really is a central element or of the system, or that it was 

incorrect to define it as only one actor, and it should in fact be split into different 

ones. Moreover, the graph is exported to a format commonly used by semantic 

platforms (like protégé [23]) that allow complex reasoning to be carried out. That is, 

the semantic platform can infer some conclusion by following a trace of 

dependencies. For example, a scenario could have its goal stated by the context of 

another scenario, while this second scenario has its own goal stated by the context of 

the first scenario. This sets a cyclic relationship between the two scenarios. That 

should not be right, unless some other scenario had provided the context to start this 

loop.  

 

5 Evaluation 

The whole process of writing and verifying scenarios using the guidelines was 

evaluated. The tool that helps with the application of the guidelines was not used in 

this evaluation. The prototype is only considered in this paper to show that the 

automation of the verification of scenarios is possible.  

The participants of the evaluation were 14 students of a graduate course on 

requirements engineering. All the participants had experience in the industry of 

software development, and, more importantly, with the topic of the case study. All the 

participants played the role of domain experts, and they had to specify scenarios 

following the proposed approach. It is important to mention that participants have no 

experience in specifying scenarios. They received the training on the proposed 

approach during the course. All of the participants collaborate to specify a unique set 

of scenarios. They had to write and verify scenarios. Sometimes, they wrote their own 

scenarios and verified them, while some other times they collaborate in writing 

scenarios and providing feedback regarding the verification. A collaborative 

document was provided and participants had two weeks to complete their tasks.  

The application domain used in the evaluation was the market place. All the 

participants had experience in the domain as users with different roles (buyers and 

sellers), and some of them as developers of some domain specific application. To 



solve some ambiguities, one specific web site of the marketplace domain was selected 

to have its functionality followed.  

The System Usability Scale (SUS) [6] [7] was used to evaluate the usability 

and applicability of the approach. Although SUS is mainly used to assess usability of 

software systems, it proved to be effective to assess products and processes as well 

[3].  

The System Usability Scale (SUS) consists of a 10-item questionnaire; every 

item must be answered in a five-options scale, ranging from “1” (“Strongly 

Disagree”) to “5” (“ Strongly Agree”). Although there are 10 items, they are paired 

into 5 groups regarding 5 different concepts. Each question of the group focuses on a 

particular perspective of the concept they treat, in order to obtain highly reliable 

results. The items are the following: 

 

1.- I like to use this approach more often. 

2.- I find this approach to be more complicated than it should be 

3.- I think the approach is simple and easy to use. 

4.- I need technical support to use this approach. 

5.- I find the approach functioning smoothly and is well integrated. 

6.- I think there are a lot of irregularities in the approach. 

7.- I think most people can learn this approach quickly. 

8.- I find this approach to be time-consuming. 

9.- I feel confident while using this approach. 

10.- I think there are a lot of things to learn before I can start using this 

approach. 

 

The calculation of the SUS score is performed as follows. First, items 1, 3, 5, 

7, and 9 are scored considering the value ranked minus 1. Then, items 2, 4, 6, 8 and 

10, are scored considering 5 minus the value ranked. After that, every participant’s 

scores are summed up and then multiplied by 2.5 to obtain a new value ranging from 

0 to 100. Finally, the average is calculated. The approach can have one of the 

following results: “Non acceptable” 0-64, “Acceptable” 65-84, and “Excellent” 85-

100 [19]. The score obtained by the proposed approach was 70,53. Thus, it can be 

considered as “acceptable”. 

In addition to the evaluation of the applicability and usability of the approach, 

the quality of the scenarios described was evaluated. The professor of the course 

assessed the scenarios to assure that they were correctly used regarding the 

philosophy of the artifact as well as the content described in accordance with the 

website provided. It is important to mention that is was a preliminary evaluation to 

assess applicability and usability of the approach. We are planning to develop a 

further evaluation to assess also effectiveness of the proposed approach. Moreover, 

we plan to include an application to assess the activity and test also de performance of 

the tool.   



6 Related works 

Several other approaches are proposed to define a process to capture knowledge and 

describe scenarios in natural language, emphasizing completeness. Some approaches 

rely on providing a visual representation of the knowledge captured by the scenarios 

to help experts identify any missing information and complete the scenarios. 

Alawairdhi et al. [1] propose an approach to derive Business Process Modeling 

Notation BPMN models from the scenarios, while Hassaine et al. [10] propose an 

approach to generate high level analysis tasks. However, they attribute the 

responsibility of identifying how scenarios can be improved to the experts, while in 

our proposed approach we provide clues about what information should be added.  

Other approaches suggest what information is missing in the scenarios by 

generating combinations of new scenarios based on existing ones. Nevertheless, the 

experts still need to analyze the suggestions to identify if they are useful and realistic 

or not, which is critical and demands a lot of effort [12]. Makino et al. [18] present a 

method to generate alternative/exceptional scenarios using differential information of 

existing scenarios. Wu et al. [30] use a technique called “random forest” to explore 

alternatives systematically. Yan et al. [31] deal with a very specific situation: causal 

scenarios; and they also perform an automatic analysis combining the technical 

characteristics of the fully automatic operation (FAO) system based on the System-

Theoretic Process Analysis (STPA) method. We believe that our proposed approach 

balances the effort and benefits because it suggests what information is missing, 

relying on the experts to complete it.  

Other approaches are concerned with combining scenarios with some support 

structure to improve the description of the scenarios, and they use this extra 

information to analyze (manual or automatically) and suggest ways to enrich the 

scenarios. Bock et al. [5] use Domain Specific Language (DSL) to handle ambiguity, 

facilitating the application of the approach they recommend in multilingual 

environments. Shi et al. [26] work in a specific domain: fire management; and they 

define a set of primitive descriptions. Qu et al. [24] define resources used in the 

scenarios and relate them through these elements. Particularly, they work in a very 

critical and sensible domain: combat simulations, where scenarios are intertwined. 

Ponn et al. [21] propose a data driven approach that is also based on relating resources 

to each other . Torii et al. [28] relies on the rationale behind the scenarios to relate 

them. Our proposed approach only relies on scenarios, and we think that the extra 

information captured in the other proposal also demands much effort.  

Finally, there are some other approaches that use scenarios, only at a different 

stage. We propose to use scenarios from the early meetings of software development 

process, nevertheless some approaches use them after requirements have been 

captured, or even after the software has already been coded, to document it. Biswal et 

al. [4] generate scenarios from UML diagrams to obtain Test Cases. Hussain et al. 

[11] propose a similar approach. We believe that if scenarios begin to be used from 

the early stages of software development, their description and the test cases will be 

richer. Dong et al. [9] use scenarios for decision-making support; Li et al. [15] for 

documenting services, as well as Kim et al. [13], who also provide a complete 

traceability scheme from requirements to source code. We think that these approaches 



use scenarios to consolidate knowledge that can be managed directly from the source 

code, when they should have used scenarios from earliest stages.  

7 Conclusions and future work 

This paper proposed an approach to specify scenarios in an iterative and collaborative 

way. The approach consists of two main activities. The first activity proposes a set of 

steps to describe scenarios, while the second activity proposes a set of guidelines to 

verify the quality of the description. An evaluation was performed to show the 

usability and applicability of the approach. This paper also presents a software 

prototype that can be used to automate the application of guidelines to check the 

quality of the scenarios.  

The results are promising, although there is still much work to be done. 

Capturing the knowledge from a group of people is complex, since different people 

can provide different point of view from the same fact or activity. The contribution 

proposed in this paper makes it possible to obtain a uniform and consistent description 

of scenarios. Nevertheless, this proposal does not deal with the difficulties of 

obtaining a coherent and unified description of the real world. That is, we have to 

work on identifying similar scenarios to merge them. This issue is even more complex 

because different people can use different words to express the same thing. For 

example, some experts can refer to tomatoes while some others can refer to 

vegetables. These two expressions are hyperonyms, since a tomato is a kind of 

vegetable (but not all vegetables are tomatoes). Semantic support is useful to deal 

with these problems, which is why we have included this feature in the software 

prototype.  
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